Building IBM WebSpherees Studio
Applications with

Meister

A White Paper and technical overview of build management techniques
using IBM WebSphere® Studio Application Developer integrated with
OpenMake Meister

OpenMake

www.openmake.com



This document provides an overview of the use of Meister from OpenMake Software integrated
with IBM Websphere. It is designed for software developers, configuration managers, and anyone
concerned with managing the reliability of software applications.
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Introduction

This document presents a discussion of how OpenMake Meister integrates into WebSphere Studio
Application Developer (WSAD) and extends the build process.

In the first section, we discuss challenges faced in building Java and J2EE application outside of the
WSAD IDE. We provide a general background of the build process within the WSAD IDE and general
solutions for outside builds.

In the next two sections, we present an overview of OpenMake Meister where general terminology,
features, and process are detailed.

In the fourth section, the OpenMake Meister build process for Java and J2EE applications is
introduced. We discuss the setup and actual build steps used by OpenMake Meister.

The final section provides details on the Meister Plug-In for WebSphere Studio, the key integration
point between Meister and WSAD. Typical example applications provide case studies for
configuration and usage. We discuss how OpenMake Meister takes the build outside of the WSAD IDE
and how the build process can be extended to provide additional functionality.
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Challenges Building Java and J2EE Applications without Meister
using WebSphere Studio Advanced Developer

WebSphere Studio Advanced Developer provides “point and click” build support in two steps, first,
the creation of .class files and second, the creation of deployable archive files (.jar, .ear, .war). Builds
are organized based on Workspaces allowing the entire Workspace to be built or allowing for the
build of a single project within the Workspace.

For the creation of .class files, the user selects "Build" from the IDE menu to call the built-in Java
Development Tooling (JDT) plug-in. The JDT simply compiles .java files into .class files. It will compile
Jjava files into .class files, incrementally in an efficient and effective manner. In order to create the
deployable archive files (.jar, .ear, .war), the developer points and clicks through the use of the built-
in Export functionality.

Because the |DT and the Export functionality are managed through the IDE, the developers are
shielded from the build steps. Information used to control the build such as project
interdependencies and classpath may be “closed” and not readily accessible outside of the IDE.

Development efforts are managed with WebSphere based on Workspaces. A Workspace is a directory
that contains objects associated with WebSphere projects. The Workspace also has associated
metadata. This metadata includes developer preferences and build information about how the objects
in the workspace get built and packaged. Each developer can define the metadata uniquely. This
uniqueness means that the metadata associated with the workspace is specific to each developer’s
workstation.

In a team setting, each developer has their own version of the workspace with the metadata being the
main difference between developers. Each developer’s workspace contains a full source code tree.
Developers coordinate the sharing of code by importing new versions of the code into their
workspace as they see necessary based on team verbal communications or using a version
management tool.

When builds occur, each developer builds their version of the workspace. Because each developer’s
workspace can contain different source code and different workspace metadata, developers cannot
confirm that a build of the workspace, regardless of developer, will produce the same results.

As the WebSphere application moves across the development lifecycle from development into
production, build challenges are encountered. The following challenges must be overcome to ensure a
repeatable, consistent WSAD build process at the developer workspace level and at a final production
build level:

e Each developer is responsible for maintaining the correct level of code in their workspace.
When a production build is required, inconsistencies between developer workspaces may
cause the build to break.

e Developers may branch the source code managed in their workspace without realizing that
there is a potential integration issue between shared code. These issues may not be realized
until the final production build, often too late in the lifecycle to provide a simple fix.

e Asingle build expert must be used to manage the build and coordinate the team’s changes.

e To do the production build, the build requires a machine with the WebSphere Studio
Application Developer IDE installed.
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e The build expert must determine the correct version of the source code and manually confirm
the correct settings of the workspace metadata to produce a stable version of the deployable
objects.

o All builds are dependent upon the WebSphere IDE in a point and click method. The point and
click method require multiple build steps.

o The workspace metadata including the buildpath information, the build machine and the
build expert is critical in reproducing a single build.

o The ability to build parallel development efforts or support builds across a lifecycle
(production, testing or emergency) becomes limited due to the dependency on a specific
machine with a specific workspace configuration as well as the dependency on a particular
build expert to perform a manual point and click process.

To avoid the point and click interface to the build process, the IBM recommended alternative is to
develop an “outside” build using WebSphere in “headless” mode. Following is an excerpt from the
WSDD Redbooks:

“... it would be best if the outside build could simply ask an Application Developer
project to build itself using the existing project buildpath information. Such a build
does not require the GUI to be running. You can have Application Developer launch
itself "headless" and run a specified task, typically an Ant build. You need to create a
wrapper HeadlessAntRunner that extends AntRunner and attaches a
HeadlessAntListener as part of its run method. ...”

“Using Ant with WebSphere Studio Application Developer -- Part 1 of 3” WSDD Library
Support Downloads Redbooks Newsgroups All of IBM; Barry Searle

Performing builds in headless mode only replaces the requirement have having a developer point and
click through the process. All other challenges remain the same, i.e., team coordination of the
WebSphere metadata, management of a specific build machine and heavy dependency on a particular
build expert. This solution also adds the new challenge of maintaining build specific Java classes in
order for the WSAD IDE to integrate with Ant and the creation of a build.xml Ant/XML script.
Integration between ANT and WSAD is not simple. In addition, the supported Ant version (1.3 in
WSAD 4., 1.4 in 5.0) may not support features that developers may require. Installing and using an
updated version with WSAD will result in an unsupported installation.
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The Meister Solution

Meister addresses the challenges that developers face when building their WebSphere Studio
Application Developer workspaces in a team setting from development to production.
Meister is a declarative software build automation tool designed to standardize application
builds across the DevOps Pipleine. It is a unique tool in that it provides a standardized
method to rebuild any executable module based on a platform type without being tied to a
particular build location. Following is an explanation of how Meister resolves the critical
challenges facing WSAD developers when building their applications.

Challenge:

Each developer is responsible for maintaining the correct level of code in their workspace. When a
production build is required, inconsistencies between developer workspaces may cause the build to
break.

Meister Solution:

OpenMake resolves this problem because it does not rely upon the workspace metadata.
Instead, Meister manages Target Definition files (TGTs) that report the dependency
information needed for the build. These TGTs can be shared, centralized and automatically
updated depending on the development team requirements.

Challenge:

Developers may branch the source code managed in their workspace without realizing that there is a
potential integration issue between shared code. These issues may not be realized until the final
production build, often too late in the lifecycle to provide a simple fix.

Meister Solution:

Meister uses a Dependency Directory to allow developers to perform Unit builds against an
approved build. This allows developers to build the code in their workspace against the last
“approved” build. Because builds can be scheduled nightly, this more closely supports
extreme programming where the continuous integration of source code is pursued.

Challenge:
A single build expert must be used to manage the build and coordinate the team’s changes.
Meister Solution:

The build knowledge base replaces the build expert. All build information is stored and
managed by the Meister Knowledge Base and in the Meister Target Definition files (TGTSs).
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Challenge:

In order to do the production build, the build requires a machine with the WebSphere Studio Application
Developer IDE installed.

Meister Solution:

Meister does not require the WSAD IDE installed. It does not use the
WSAD IDE in “headless” mode. Meister comes with extensible PERL scripts that generate,
dynamic, Ant/XML files. The generated Ant/XML files then call the appropriate Java tasks.

Challenge:

The build expert must determine the correct version of the source code and manually confirm the correct
settings of the workspace metadata to produce a stable version of the deployable objects.

Meister Solution:

Meister integrates with version management tools to determine the correct version of source
code to be included in the build. In addition, the workspace metadata is replaced by the
Meister TGT files and Knowledge Base.

Challenge:

All builds are dependent upon the WebSphere IDE in a point and click method. The point and click
method require multiple build steps.

Meister Solution:

Meister’s command line features allow you to automate the execution of the WSAD build. No
additional Java coding or Ant scripting is required.
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Challenge:

The workspace metadata including the buildpath information, the build machine and the build expert is
critical in reproducing a single build.

Meister Solution:

Meister does not rely on workspace metadata as all target information is derived from the
workspace and saved in a Target Definition file (TGT). The combination of the TGT and the
Knowledge Base allows for a repeatable build process across any workstation and executed
by any person.

Challenge:

The ability to build parallel development efforts or support builds across a lifecycle (production, testing
or emergency) becomes limited due to the dependency on a specific machine with a specific workspace
configuration as well as the dependency on a particular build expert to perform a manual point and
click process.

Meister Solution:

Meister can dynamically generate a build for any level of the application based on an Meister
Project and Dependency Directory. A developer can build any level of any WSAD Project from
the command line or from the Eclipse plug-in.
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Meister Technical Overview

Meister is a build process automation tool designed to standardize Client/Server and Internet
application builds from development through production. It is a unique tool in that it provides a
standardized method to rebuild any executable module based on platform type without the
dependency of a particular development machine. This is critical for development teams during day-
to-day compilations, as well as the change and configuration management teams during the
production turnover process. Since Meister automates the entire build process and tracks
dependencies between application components, the production turnover process can easily
incorporate the rebuilding of all source modules turned over by the development teams.
Development teams can easily implement nightly production builds without the need for a designated
employee (the build master) who is dedicated to managing the application system make file.

Meister Projects

A Meister project defines a set of build targets and the directory locations in which all source files for
all the project’s build targets can be found. Meister projects typically correspond in a one-to-one
relationship with the WebSphere Studio Workspace.

The Meister Knowledge Base

Meister separates common build information from critical project specific information. Common
build information is managed in the Meister Knowledge Base, while application specific information,
that likely to change over time, is managed in Target Definition Files (e.g. target-dependency
relationships).

The Meister Knowledgebase contains information on:

e Build Types and Rules
Build target types and all of the rules and compile flags necessary to create a target from the
dependencies for that type.

e Project Dependency Directories
Source directories allowed for a particular configuration of an application including all source
code, libraries and Meister target definition files.

e Build Machines
Information on remote build machines that may be used to build different components of a
project.

e Groups and Users
Information on the users and their corresponding groups used to organize the availability and
presentation of the Knowledge Base
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Target Definition Files

Target Definition Files, identified by a .tgt file extension, are defined by developers and indicate build
targets and high-level dependency information for those targets. These Target Definition Files are
source code for the build. The creation of target definition files using the Meister Web Client
represents the minimum required effort for developers.

Unlike other build methodologies, a target definition file does not require scripting of any kind by
developers. It is simply a target name, Build Type and high-level dependency list.
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Using Meister with WebSphere Studio Development

Meister provides full support of the use of Ant tasks when building Java based applications.
When using Meister with IBM WebSphere Studio Application Developer, Ant tasks are
derived based on the WSAD project file. Developers work within the WSAD IDE with Meister
monitoring the changes being made to the project dependency through the Meister Eclipse
plug-in. By monitoring the developer’s work activities, Meister can maintain accurate Target
Definition files (TGT). These TGT files are then used outside of the WSAD IDE to perform
project builds at any release level or state of a development lifecycle.

This section provides an overview of how to set up and execute builds using Meister both within and
outside the WSAD IDE. The key integration point is the Meister Plug-In that

o directly gathers information on the contents of the WSAD Projects.

o helps the developer set up a build using Meister.

Two examples are provided:
1. A standalone Java project: MetalWorks
Details the basics on setup and use of the Meister Plug-In

2. A]2EE application: MiniBank
A typical Enterprise Application consisting of:
e MiniBank: EAR Project
e MiniBankE]B: E]B Project
e MiniBankWeb: Web Application Project

The Meister Plug-In is the same in both WepSphere Studio Application Developer 4.x and 5.0.
MetalWorks is presented in 4.x and MiniBank in 5.0.

WebSphere Studio Development Assumptions

The developer should already be familiar with WSAD development processes. The WSAD Projects for
the MetalWorks and MiniBank examples have already been imported into the developer’s WSAD
Workspace and can be built successfully within the IDE.

Meister Installation Assumptions

The Meister Knowledge Base Server is installed and running properly on a centralized server that the
developer’s workstation have network access to. The Meister Command Line Client is installed on the
developer’s local workstation.

Meister Knowledge Base Setup

In order to build a WSAD Project using Meister, it must be associated with an Meister Project.
Typically, a Workspace consisting of multiple related WSAD Projects, will be associated to a single
Meister Project. The Meister Project is configured using the Meister Web Client. Go to the Manage
Projects menu option from the main menu on the Meister Web Client.

Meister Dependency Directory must be defined for each Meister Project. Suggested Dependency

Directory configurations include:
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e In WSAD or in the WSAD Workspace Root directory:

Jtgt

[WebSphere Studio Library Directory]
[Third-Party Library Directory]

[Java Home]/lib

[Java Home]/jre/lib

e Outside WSAD, referencing the WSAD Workspace Root directory:

[WebSphere Studio Workspace Root]

[WebSphere Studio Workspace Root] /tgt
[WebSphere Studio Library Directory]
[Third-Party Library Directory]
[Java Home]/lib
[Java Home]/jre/lib

e Outside of WSAD, referencing an SCM-managed directory

Jtgt

[SCM-Managed Directory]

[SCM-Managed Directory]/tgt

[WebSphere Studio Library Directory (SCM-Managed)]
[Third-Party Library Directory (SCM-Managed)]
[Java Home]/lib
[Java Home]/jre/lib

Installing the Meister Plug-In

The Meister Plug-In for WebSphere Studio Application Developer can be found in the WSAD directory
on the Meister installation CD. Execute install.exe to initiate the install process.

The installer will automatically detect which version of WSAD is installed (4.x or 5.0) and the
installation directory. These settings can be updated during the installation process, particularly if
more than one version of WSAD is installed.

After installation is complete, a new subdirectory will be created in the WSAD plugins directory:
e 4.x: [WSAD]\plugins\com.openmake.eclipse_1.0.x
e 5.0: [WSAD]\eclipse\plugins\com.openmake.eclipse_1.0.x

where x is the current revision number of the Meister Plug-in.

To verify that the Meister Plug-In is recognized, start up WebSphere Studio Application Developer
and go to Help->About.... The Plug-In Details button will list all installed plug-ins. The Meister Plug-In
will have an entry:

Catalyst Systems Corporation Meister Plug-In 1.0x

Activating Meister Plug-In Menus within WebSphere Studio

While context-sensitive popup menu options will be immediately available, Meister-specific menu-
bar items will need to be activated through Perspective Customization:
1. Goto
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a. 4.x: Perspective->Customize

b. 5.0: Window->Customize Perspective...
2. Inthe Customize Perspective dialog, expand Other
3. Check the box next to “Meister Action Set”:

= Customize Perspective EI

Select the itemsz to be displayed in the cunent perspechive [lava).
Awalable Achion Sets: Openmake Action Set:

" Mew Wizards Clear &Il Openmake Markers
z Perspectives Execute a Build Job
-] Views
=-[F Other
- [#] Help
- Java
&} Dpenmake Action Set
- [#] Reade Actions
- [#] Run/Debug
- [# Seript Examples
--[#] Search
- Software Updates

ok I Cancel

4. Click OK

A Meister menu will be now be visible:

Resource - Eclipse Project SDK
Edit Perspective Project | Openmake Window Help

vy HE &| ¢ Execute a Build Job

‘ 5 Navigator = Clear All Openmake Markers java xl

—_ AT =

This process should be repeated in all Perspectives where the Meister Plug-In will be used. Typically,
this will be in Java and J2EE.

Accessing Meister Plug-In Views in WebSphere Studio

To open the Meister Plug-In Build Setup and Console Views:
1. Goto
a. 4.x:Perspective->Show View->Other
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Resource - Eclipse Project SDK
File Edit | Perspective Project Openmake Window Help

A v|l]  Open |
E % No 5-[.;:;.‘.,..,. lew ’ '.,Rg Bookmarks e X
r@ = w | Hide Editors .%: Nawgator =
i = i Meta
= :;..| Save Ao, =z Out!lne- a
) E']" CI Customize... & Properties 998,
. o
| &g Reset 7 Tasks
@ é Previous Alt+Up Arrow ;
Mext Alt+Down Arrou the software:; and ii
| Close which 1s disparaging
| ’ Close Al This software is pro
o - ¥ EXPRESS OR IMPLIED C
Repositories | Navigator| ” » IMPLIED WARRANTY OF

b. 5.0: Window->Show View->Other

cg'-' Resource - IBM WebhSphere Studio Application Developer
File Edit Mavigate Search Project Run | Window Help

Jf}: = B & “ “ 5 “ &  MNew Window
i 3
SEE o 7 ,
@ | | E-1=# MiniBank e ) Bookmarks
3 ) Hide Editors = )
{25 bin 5. Mavigator
w H-E= eb Lock the Toolbars oo
= Outline
I% -5 META-INF Reset Toolbar Layout @ -
- D" WEb_ Customize Perspective... [ Properties
""" -project Save Perspective As... 37| Tasks
----- .serverPreference Reset Perspective :
5 rove Rt perpeci
- g ey |
E-G= bin Close All Perspectives
D"@' ejbModule Keyboard Shortouts >

2. Expand the Meister section

= show view ST

®-& Debug

= Help

- Java

£ Openmake

- openmake Build Setup
- Openmake Console
#-z PDE Runtime

& Scripting

&z Team

| @K I Cancel
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Building With Meister and WebSphere

and choose either
a. Meister Build Setup

Select a build to execute:

I <Execute Custom Buid>
" Debug =
Select the Openmake T argets to build:

j Execute | [¥ Save Custom Build as Build Job:

Enter Build Job Marne:
Demo WSAD Buid

| use | Target | Build Type Iv Set as Default Build Job:
DemoProject. jar Java Jar Select the resource the Default Build Job belongs to:
I DemoProject j
Select the bldmake flags: Select the om flags:
Lze | Flag | Parameters I Usze | Flag | Parameters |:|
‘Werboze Output M, Create Bill OF Material Fepart b bt
O Create Caze-Senzitive Make File M4 O Mo Mot ava Source Scanning MAA J
O Creates Footprint In Executable MAA
O Perfarrng Impact Analysis MAA
Mo Java Source Scanning MAA
Werbose output I

b. Meister Console

© 2021 Catalyst Systems Corporation
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# Openmal g%
Funhing om: a
Ewecuting command:
on -c 'CANWorkAEclipsetwork zpace” 4 -ov -8

Thiz copy of Dpenmake[R] E6.0.1 Build 052802, Copyright 1995-2002
is icensed to: Catalyst Systems Corparation, through 12/01/2002

Changing directory to C:¥workhE clipsetworkspace
Current working directory is C:\WwWork E clipse\work space
|Jzing script Set Clazspath

Starting script far DemaProject. clazspath

Clazzpath:

DemoProject

CADK.31_02\ ekt jar

Finizhed script for DemoProject. classpath
Buil: DemoProject. classpath

|Jging sonpt Ant Javac Tazk

Starting zcript for DemoProject javac _—

Starting script Ant Javac Tazk. sc Wersion
Jar Task for DemoProject javac

perl "CAPROGRA™TSOPEMMA™ T Ybintrunant. pl

ClazzPath Directaries:

bemoProiect
C:MIDK.3.1_025rehlibst jar
C:hDE31.1_04libhtools. jar

SourcePath Directanies: _lj
3 »

3. Click OK

Typically, only the Meister Build Setup View needs to be opened in this manner. The Meister Console
will be opened automatically when a Meister build is being performed through the WebSphere Studio
IDE.

Walk-Through Examples

Example 1 - MetalWorks - a Standard Java Project

MetalWorks is an example application that comes with Meister. The Dev Dependency Directory is
already configured for building within WSAD:

.Jtgt
$(REF_DIR)/MetalWorks/development
$(JAVA_HOME)/lib
$(JAVA_HOME)/jre/lib

This Dependency Directory is a combination of the typical within WSAD and SCM-managed
Dependency Directories. MetalWorks is a relatively simple straightforward Java application and only
depends on rt.jar. WSAD J2EE libraries are not required.
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The MetalWorks Java application has been loaded as follows:

G| x

% (5 HepFies
@ 3 IMAGES
) AquaMetalTheme.java
- [4) BigContrastMetalT heme.java
[J) ConbiastiMetalT heme.java
8] DemoMetaThems java
[ GreenMetalTheme java
" [@) KnakiMetaTheme.java
i [J] MetalThemeMenu java
[ Metalworks.java
- [3) MetalworksDocumentFrame java
L) MetalworksFrame java
() MetalworksHelp.java
i [4) MetalworksinBox java
i (9] MetalworksPrefs. java
i [2) MyTheme.theme
- [3) PropettiesMetalTheme java
@) UlSwitchiListener java
B classpath
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To configure the Meister Build:
1. Open Project Properties for MetalWorks:

b # | x
New »
2 sowc Gaolnto
. mErH GoTo »
® (& In Open Perspective >
-E AR
: -@ ct ‘Move
..J) p Rename
%t Ogen Project
L0 v e
@ W Rebusld Project
- 1M Clear Openmake Markers
M Convert To PDE Project
3 M T 5
| %L’ Compare With >
i @ U Replace With »
- o T
Navigatn | Fepostons
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2. Go to the Meister: Workspace Properties page and select the METALWORKS Meister Project
and DEV Meister Dependency Directory

£ Properties for MetalWorks x|
- Diebugger Source Lookup Openmake: Workspace Properties
- Java Build Path
- Java lnfo . . ; . . .
- JFE The Openmake properties on this page will be associated with your entire workspace.
- Launcher
- Opermake: Project Properties Select an Openmake Project to azsociate with your Workspace:
- Openmake; Workspace Prope IMET,&L\,\IDHKS j
- Project Ref , ,
T:;:nc FISIENCES Pleaze select an Openmake Search Path to associate with your Workspace:

{DEV =l

0k I Cancel
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3. Go to the Meister: Project Properties page and enter in the following:

e Target Name: metalworks.jar

e Target File Name: metalworks.jar.tgt

e Build Type: Java Jar

e Intermediate Directory: MetalWorks/bin

e Always Use Meister To Build Note: This option will not be available at this point

Il ¥ Properties for Build Demo [ S i'

Info Openmake: Project Properties
Debugger Source Looku|
Java Build Path

JRE

Lanense Enter a TARGET NAME
Openmake: Project Prop Metalworks jar
Openmake: Workspace | )

The Openmake properties on this page will be associated with the "Build Demo" project.

Project References Enter a TARGET FILE NAME ending with " tgt"
Team Metalworks jartgt
Selecta BUILD TYPE
Java Jar Ll

Enter an INTERMEDIATE DIRECTORY (optional)
Metalworksbhin
Enter PRE-COMPILE FLAGS (optional)

Enter ADDITIONAL FLAGS(optional)

v Always use Openmake to build "Build Demo"

Default Build Job: Not Yet Assigned

OK | Cancel |

After clicking OK, the Meister Plug-In will create a new WSAD Project “tgt” and create the .tgt file

associated with the WSAD Project MetalWorks:

= Taw MetahWorks

& bin

[+ = source

B .classpath
SR™ 2!t

2] metalworks.jar.tgt
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4. Open the Plug-in Build Setup Viewer and create a Custom Build with the following selections:
e Target to build: metalworks.jar

bldmake flags: Verbose Output

om flags: Verbose Output

Save Custom Build as Build Job:

Enter “Metalworks WSAD Build” as Build Job Name

Set as Default Build for MetalWorks

# Openmake Build Setup e
Select a build to execute:

<Ewecute Custom Build> Execute I ¥ Save Custom Build s Build Job:

" Debug  Relzaze Enter Build Job Hame:
Select the Openmake Targets to build: etafworks WSAD Buid

Use | Target | Build Type | [ Set as Default Build Job:
metalworks.jar Javaar Select the resource the Default Build Job belongs to:

I Metaliforks j
Select the bldmake flags: Select the om flags:

Uge | Flag | Pararmeters | Lsze | Flag | Farameters |:|
Werboge Output HA8 O Force Mewer Dependencies M AA J
Create Case-Sensitive Make File M4 O Create Bill Of Material Report

O Mo Mon-Java Source Scanning A4
O Createz Footprint In Executable M At
O Performs [mpact Analysiz MAA
MoJava Source Scanning M AA j
(=] [T iih

Click Execute to perform build and save the Build Job.
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The Console should be open and displaying the output log for the build:

WL d

2
Fiﬁished s'c:'ript for metalwﬁrks.classpath =
B uilt; metabworkz. clazspath
Using zcript AntJavac Tazk

Starting script for metalwork s javac

Starting script AntJavac Task sc Version
Jar Taszk for metalworks javac

perl "C:APROGRA™1S0PEMMA™T Sbintrunant. pl*

ClassPath Directories:

MetaM‘orks\bin
C:hDkT 31 _02rehlibht jar
CAIDET31.1_0Nibsbools. jar

SourcePath Directories:
kgt
C:HIDET. 31 _02rehlib

Out of Date Files:

Metalvorkshsource\bquabd etalTheme. jawa
Metalwiark s\ source\BigContrasthd etalT heme. java
Metalsorkshsource\ContrastMetalTheme. java
Metalwiark shsource\D emobd etalTheme java
Metalwiorkshsource\GreentetalT heme java
Metalwiarkshsource\KhakitetalTheme.java
Metalwiorkshsource\betalT hemebd enu.java
Metalwiarks\sourceMetalmork s java

M etalwforkshsourceh etabaork :D ocumentFrame. java

jﬁtal\;\-"nrks\xnl et ebalvnrk sFrame iava Jﬂ
4 k

A successful build will create the target metalworks.jar in the Workspace Root directory.
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Example 2 - MiniBank

MiniBank is an example J2EE application that has provided with WSAD 5.0. To load the example into
the WSAD Workspace:

1. Go to File->New->Other...

2. Select Examples->Enterprise Application 1.2 and choose MiniBank

L -
New
Select %?
Create an enterprise application project containing a scenario for a simple bank. ﬁ

Simple m ﬁMinibank
Symptom Database
+-Web
Web Services
XML
- Examples
Component Test
EJE 1.1
Enterprise Applications 1,2}
Enterprise Applications 1.3
Example Creation Wizards
GEF (Graphical Editing Framework)
Java
Trade Sample
Visual Editor
+- Web
Web Express

XML

< Back I Mext = I Finish Cancel

Clicking Next> will allow you to select the EAR Project name

3. Change the Project name to MiniBank and click Finish.

Building With Meister and WebSphere © 2021 Catalyst Systems Corporation Page 21



Building With Meister and WebSphere © 2021 Catalyst Systems Corporation Page 22

The MiniBank Enterprise Application Project along with MinibankE]B and MinibankWEB will be
automatically be created in the Workspace.

A Meister Project MiniBank should be created along with a Dev Dependency Directory as follows:

Jtgt

[WSAD 5.0 Install Directory] /runtimes/aes_v4_jars/lib
[WSAD 5.0 Install Directory] /runtimes/base_v5/lib
[Java Home]/lib

[Java Home]/jre/lib

The process for configuring the Meister build is similar to MetalWorks example. However, WSAD
Project dependencies exist that should be verified. Meister requires these settings in order to
generate the associated .tgt's properly.

1. Verify WSAD Project dependencies
a. MinibankWeb
Java Build Path should specify a dependency on MinibankE]B

4k properties for MinibankWEB x|
- Info Java Build Path
- BeanInfo Path
----ExternaTooIs Builders (% source 1 Projects | I, Libraries I Tl Qrder and Exportl
& Java build Path Required projects on the build path:

- Javadoc Location

- Java JAR Dependencies M= Minibankeds Select Al |
- ISP Fragment

Deselect All |
- Links Validation/Refactoring Desele

- Openmake: Project Properties
- Openmake: Workspace Proper
- Project References

- Server Preference

- Validation

- Web

- Web Content Settings

- \Web Library Projects

Build output folder:

4I | ﬂ |Minibank\".fEB;'\"a’eb Content/WEB-INF/dasses Browse. .. |

oK. I Cancel |

b. MiniBank
Project References should specify dependencies on both MinibankEJB and
MinibankWeb



x
- Info Project References
- External Tocls Builders ) .
JEE Ero_]?hclts may rfofer to_oﬂﬂerl'1 p{o_];cts in L*!'lectvsvorkspafc:. dovth -
Links Validation/Refactoring se this page to spedify what other projects are referenced by the project.
- Openmake: Project Properties Project references for MiniBank:
- pen\orace Proper EIESMinbanke s
- Server Preference @ rinibankiwes
‘.- Yalidation Ot
1 |
oK I Cancel
2. Set Meister Properties
a. MinibankE]B:
e Target Name: MinibankE]B.jar
e Target File Name: MinibankE]B.jar.tgt
e Build Type: Java Jar
e Intermediate Directory:  build/MinibankE]B

Building With Meister and WebSphere

© 2021 Catalyst Systems Corporation

Page 23



4k Properties for MinibankEJB |

- Info

- BeanInfo Path

- External Tools Builders

- Java Build Path

- Javadoc Location

- Java JAR Dependencies

- Links Validation/Refactoring

- Openmake: Project Properties
- Openmake: Workspace Proper
- Project References

- Server Preference

- Validation

<| |

Openmake: Project Properties

The Openmake properties on this page will be assodated with the "MinibankEJB" project.

Enter a TARGET MAME

MiribankEJB. jar

Enter a TARGET FILE MAME ending with ™. tgt™
MinibankEJB. jar . tgt

Select a BUILD TYPE

IJava Jar j
Enter an INTERMEDIATE DIRECTORY (optional)
build MinibankeEJs

Enter PRE-COMPILE FLAGS (optional)

Enter ADDITIOMAL FLAGS (optional)

I™ aliways use @penmake bo build "MinibankEIs"

Default Build Job: Mot Yet Assigned

Cancel

o]

b. MinibankWeb:
e Target Name:

Target File Name:

[ ]
e Build Type:
L]

Intermediate Directory:

Building With Meister and WebSphere

MinibankWeb.war
MinibankWeb.war.tgt
Java War
build/MinibankWeb
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&P Properties for MinibankWEB x|

- Info

- BeanInfo Path

- External Tools Builders

- Java Build Path

- Javadoc Location

- Java JAR Dependencies

-+ J5P Fragment

- Links Validation/Refactoring

-- Openmake: Praject Properties
- Openmake: Workspace Proper
- Project References

- Server Preference

- Struts

- Validation

- \Web

- \Web Content Settings

- \Web Library Projects

Openmake: Project Properties

The Openmake properties on this page will be associated with the "Minibank\WEB™ project.

Enter a TARGET NAME

MinibankWEB. war

Enter a TARGET FILE MAME ending with ™. tgt™
MinibankwWeb.war. tgt

Select a BUILD TYPE

IJava Viar j
Enter an INTERMEDIATE DIRECTORY (optional)
build Minibankweb

Enter PRE-COMPILE FLAGS (optional)

Enter ADDITIONAL FLAGS{optional)

I™ | always use Openmake ko build|"MinibankiyER!

Default Build Job: Mot Yet Assigned

4] |
OK. I Cancel
c. MiniBank:
e Target Name: MiniBank.ear
e Target File Name: MiniBank.ear.tgt
e Build Type: Java Ear
e Intermediate Directory:  build/MiniBank
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&§ Properties for MiniBank

Openmake: Project Properties

Jpenmate bo Build “MiniEant’

After the WSAD Projects have been configured, the Workspace will look like:

—
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3. Configure and execute the Meister Build from the Build Setup View
MinibankE]B.jar, MinbankWeb.war, MiniBank.ear

|:_:|.

=-

[ & [ [ [ [

|

EE MiniBarik:

H-{= hin

#-{= ejb

[+-{z= META-INF

H-{= web

Jproject
.serverPreference

-ls README htm

122 MinibankEIB

&-(z= bin

(= ejbModule

- [E] .dasspath
Jproject
.serverPreference

1528 MinibankWEes

#-{z= Java Source
FH-{= Weh Content
.Classpath
Jproject
.serverPreference
Jwebsettings

Jproject
MiniBank. ear  tgt
- [E] MinibankEIB.jar. tgt
- [E] MinibankWEB. war.tgt

Targets to build:
bldmake flags:

Verbose Output
Verbose Output

Save Custom Build as Build Job:
Enter “MiniBank WSAD Build” as Build Job Name
Set as Default Build for All Projects

A successful build will create the targets MinibankE]B.jar, MinbankWeb.war, and MiniBank.ear in the
Workspace Root directory. MiniBank.ear will be deployable on a WebSphere Application Server.

Performing a Meister Build Outside of WebSphere Studio

The process Meister uses to perform builds outside of the WebSphere Studio IDE is identical to that
used by the Plug-In. The only requirements are

Building With Meister and WebSphere

Meister .tgt files generated by the Meister Plug-In
Source files either in the Workspace Root directory or in a sandbox/reference equivalent
WebSphere J2EE libraries
Java libraries
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No additional interfaces to WSAD are required. Builds may also be performed on either the
developers’ workstations or a dedicated build server.

A typical build procedure is as follows:
1. Setup environment
Set JAVA_HOME, PATH, etc. as necessary to ensure a consistent build environment

2. Run bldmake to create Meister build file
bldmake [Meister Project] [Project Dependency Directory] -s

-s instructs bldmake to be case-sensitive

3. Run om to execute build
om -j -ov

-j turns off Java source code scanning by Meister. All necessary dependencies are assumed to
have been already specified
-ov turns on verbose output

Integrating the Meister Build with SCM-Managed WebSphere Studio
Development
The .tgt files generated by the Meister Plug-In can versioned within the WSAD IDE in the same

manner as other Workspace files. This allows a complete versioning of both the source code and the
build process.

Automated builds can be set up for
e Nightly
e Snapshot
e Application Lifecycle (QA, Release, etc.)

Extending the Meister Build Process

Meister functionality can be readily extended through
e Additional Build Types and Rules
e New or updated Meister Build Scripts via the SDK

One particular scenario where extended Meister functionality has been used is the configuration of an
Enterprise Application .ear for deployments to additional Application Servers. Typical development
may tie the files in the WSAD Workspace to a particular network location.
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Updates are typically required in
e Deployment descriptor files ejb-jar.xml and/or web.xml
e Application-specific configuration files

to point to location-specific databases, servers, or directories.

Two solutions have been implemented:
1. Generation and update of configuration files in an existing .ear

Meister Build Types and associated Build Scripts have been created using the SDK to

Generate location-specific deployment descriptor and configuration files:

Source files:
e Original deployment descriptor and configuration files
e Location configuration data file

Output files:

e Location-updated deployment descriptor and configuration files

Update .jar, .war, .ear with deployment descriptor and configuration files:

Source files:

e Original jar, .war, and .ear

e Location-updated deployment descriptor and configuration files
Output files:

e Location-updated .ear
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2. Dependency Directory selection of configuration files
Multiple versions of the deployment descriptor and other configuration files are maintained
in separate directories. Standard Meister Build Types and Rules can be used.

For MyApp.ear
ejb-jar.xml versions:

/source/config/dev/MyE]B/META-INF/ejb-jar.xml

/source/config/qa/MyE]B/META-INF/ejb-jar.xml

/source/config/release/MyE]B/META-INF/ejb-jar.xml
For the Meister Project MyApp
Dev SearchPath

/source/config/dev

/source

Build will use /source/config/dev/MyE]B/META-INF/ejb-jar.xml
QA SearchPath

/source/config/qa

/source

Build will use /source/config/qa/MyE]B/META-INF/ejb-jar.xml
Release SearchPath

/source/config/release

/source

Build will use /source/config/release/MyE]B/META-INF/ejb-jar.xml

Final build target is a location-specific .ear.
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Company Overview

OpenMake Software started the evolution of builds in 1995, serving mainly the financial
community with the mission of delivering a 100% insulated build process that were also fast.
The OpenMake Software team understood the ins and outs of software compiles and links,
and how easily a build could be the bottleneck of the software delivery process and be easily
compromised on accident or on purpose. With this mission in mind, OpenMake Meister was
created and has been serving large enterprises for over 25 years, the longest serving solution
in the DevOps ecosystem. Meister has been sold and distributed by Broadcom for over 20
years.
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